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ABSTRACT
Research into the relationship between learning computing and students’ attitudes, beliefs, and emotions often builds on theoretical frameworks from the social sciences in order to understand how these factors influence, for example, students’ motivation, study practices, and learning results. In this paper we explore the computing education research literature to identify new theoretical constructs that have emerged from this research. We focus on empirical work in programming education that extends or adapts theories or instruments from the social sciences or that independently develops theories specific to programming. From an initial data set of more than 3800 papers published in the years 2010–2019, we identify 50 papers that present a range of domain-specific theoretical constructs addressing emotions, affect, beliefs, attitudes, and self-efficacy. They include 11 validated instruments and a number of statistical models, but also grounded theories and pedagogical models. We summarize the main results of many of these constructs and provide references for all of them. We also investigate how these constructs have informed further research by analysing over 850 papers that cite these 50 papers. We categorize the ways that theories can inform further research, and give examples of papers in each of these categories. Our findings indicate that among these categories, instruments have been most widely used in further research, thus affirming their value in the field.

CCS CONCEPTS
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1 INTRODUCTION
How best to support our students’ learning? There is no straightforward answer to this question, as the learning process is influenced by a complex set of interrelated factors, such as the academic and social capital that students bring with them as they start their studies [10]; students’ beliefs, intentions, and orientations regarding specific subject matter; students’ cognitive maturity; the nature of the subject matter; the physical, online, and social learning environments; and the pedagogical choices made by teachers and universities. Researchers and teachers have tried to understand the complexities of learning for decades. For instance, self-regulated learning (SRL) is a comprehensive theory that aims to describe and explain aspects related to the learning process, and incorporates several models [89] that entail components relating to both cognitive and motivational self-regulation of learning [8, 112]. A number of papers discuss the intertwined nature of emotions, motivation, self-efficacy, learning outcomes, and other concepts covered by different versions of the SRL framework [2, 77, 91, 112].

Programming education is no exception here. Widely reported difficulties that students face in learning programming have prompted many researchers to investigate relationships between attitudes, other non-cognitive factors, and students’ motivation [16, 81, 111], self-efficacy or beliefs about one’s skills [24, 99, 108], study practices [12, 18, 110], and learning results [17, 68, 80]. Lishinski and Yadav [67] provide a comprehensive summary of the research literature on students’ motivation, attitudes, and other non-cognitive factors. Other authors discuss the relevant theories [79, 95]. These studies provide evidence of the important role that programming students’ internal factors such as self-beliefs, academic emotions, and attitudes play in their learning outcomes and experiences. The findings are further supported by the recent comprehensive review of programming education research by Luxton-Reilly et al., which includes this challenge in its conclusion:
What is a theory? This question addresses the ontological nature of theory, and the answers reveal our research community’s views on the relevant components of a theory, the kinds of question that we can or should ask, the kinds of representation of theory that are accepted, and what is regarded as a contribution to current knowledge [41]. Members of the research community are likely to give different answers to the question because we have multiple views and definitions of theory. Even though the authors of empirical research papers do not always explicate their viewpoint of theory, we can often deduce it from their choices of research questions, research designs, and the type of the contribution made by the paper.

Why do we need theories? Theories are at the very heart of a mature scientific discipline and carefully executed research. They can suggest which phenomena are worth studying in the first place, and may guide the choice of research methods and how observations are organized, analyzed, and interpreted [86]. Theories help us to see the complexity of seemingly mundane situations and to conceptualize complex problems [102]. However, there is a wealth of types of theory that serve different purposes. As Gregor [41] explains, theory can be used to analyze phenomena, to explain them, to make predictions about them, and to design subsequent actions. For more discussion on the roles of theories, see Malmi et al. [76] and Szabo et al. [103].

In this study, we seek to build a holistic understanding of the kind of research carried out into students’ learning experience that goes beyond describing successful innovations, individual case studies, or simple statistical testing, and aims to contribute to a more comprehensive picture of the investigated phenomena by building theories, models, or instruments. Within the broad area of computing education, we limit our domain to programming education, and define our core research questions as follows:

- **RQ1** What theoretical constructs, including instruments, have been developed in computing education research (CER) that address emotions, affects, attitudes, beliefs, or self-efficacy in teaching and learning programming, and where have they been published?
- **RQ2** How have these constructs been developed?
- **RQ3** What types of construct have been developed?
- **RQ4** How have they been used to inform further research?

The terms in which we are interested are used in varying ways by different authors. In order to provide some sort of common ground for further discussion, we now provide some generic definitions.

- **Emotion / academic emotion / affect**: “the domain of academic emotions would include students’ achievement emotions experienced in school or university settings, but goes beyond emotions relating to success and failure by also covering, for example, emotions relating to instruction or to the process of studying” [90, p92].
- **Attitude**: “how much we like (and/or dislike) something” [74, p xv]. The person’s attitude varies based on several factors, such as certainty, extremity, valence, and functions that attitudes have for the person.
- **Belief**: a broad concept that can refer to students’ beliefs about their own ability (see self-efficacy below) or their understandings and perceptions of the social and physical/online learning environment, the subject being studied, and/or possible career paths.
- **Self-efficacy**: “people’s beliefs about their capabilities to produce designated levels of performance that exercise influence over events that affect their lives” [2, p1].
3 METHOD

3.1 Theoretical Constructs (TCs)

As a young field, computing education research does not have an established terminology related to theoretical frameworks, and searching the literature using only terms such as ‘theory’, ‘model’, and ‘framework’ would be unlikely to give us a broad picture of domain-specific theories. As one of our starting points was our recent survey, we decided to use the same broad definition of theoretical construct (TC) as “a theory, model, framework, or instrument developed through application of some rigorous empirical or theoretical approach” [75, p188].

Using this as our guideline, we included in our search statistical models, such as regression, path analysis, factor analysis, structural equation modeling, and clustering, which have been generated from the data to explain the relationships between identified concepts. We also included validated instruments for measuring particular theory-based concepts, because they can be valuable tools for building TCs, and we were interested not only in the original publication of TCs but also in further developments in papers that cite the original papers. We excluded simple hypothesis tests unless they were combined into a greater whole such as a path model.

We also included qualitative data-driven categorizations that seek to generate a higher-level abstract description of the data, such as grounded theories. Simple lists of qualitative categories were excluded, unless there was a clear structural discussion of the relationships between the categories. Finally, we included other types of explanatory model such as taxonomies, typologies, figures, and formulas, which build abstraction from data or are derived from other theoretical frameworks and adapted to address a relevant domain, or were developed in terms of logical argumentation.

3.2 Data Sources

We used two approaches to identify papers in which we might identify development of TCs. It seemed unlikely that search terms such as ‘theory’ and ‘model’ would be helpful because many papers would not use these terms when presenting their results. Therefore, our strategy was first to identify papers that deal with ‘emotions’, ‘affect’, ‘attitudes’, ‘beliefs’, or ‘self-efficacy’ in the context of programming education, and then to manually examine them to determine whether they present the development of a relevant TC. We used these concepts as search terms for two reasons: first, they match with self-regulated learning theory as abstractions of different internal aspects of students’ learning experience; second, they match the terms used in our prior work [75] to describe one category that we identified in our data-driven classification of TCs, and thus are likely to reflect the terms that we found in the literature. We added ‘affect’ to the list as one more abstract term that we had seen in the literature. However, we did not include a variety of possible synonyms or instances of emotions or attitudes, such as ‘feeling’, ‘anger’, ‘frustration’, ‘joy’, etc, as such a list would always be incomplete, and we would normally expect to see the more abstract terms in titles and abstracts.

In our prior search of the TOCE and CSEd journals and the ICER conference for 2005–2015 [75], we had already identified several papers in our current domain of interest. We took these findings as our starting point and then extended the search span to 2019.

In the years 2016–2019 there were 111 papers published in ICER, 95 papers in TOCE, and 57 papers in CSEd. We added one further conference, Learning Analytics & Knowledge (LAK), as it seems a promising forum for the publication of empirical research in this area. We added all 457 papers presented at that conference from 2011, its first year, to 2019, and performed a complete search of all these papers for relevant content.

A complete search among other venues was beyond our resources. We conducted a number of pilot searches using Google Scholar with different phrases such as ‘emotions’, ‘programming’, and ‘education’, but the results were far too numerous for further analysis. Therefore, we decided to use the Scopus search engine, which gives us more scope to specify various types of metadata in the search. Trial searches with small numbers of hits seemed promising, so we performed the following Scopus search:

\[(\text{TITLE-ABS-KEY (emotion) OR TITLE-ABS-KEY (affect) OR TITLE-ABS-KEY (attitude) OR TITLE-ABS-KEY (belief)) AND TITLE-ABS-KEY (programming) AND DOCTYPE (ar) AND PUBYEAR > 2009 AND PUBYEAR < 2020 AND (LIMIT-TO (PUBSTAGE, "final")) AND (LIMIT-TO (SUBJAREA, "ENG")) OR LIMIT-TO (SUBJAREA, "COMP") OR LIMIT-TO (SUBJAREA, "PSYC")) AND (LIMIT-TO (LANGUAGE, "English"))\]

That is, we searched for journal articles published in the years 2010–2019, which have the relevant terms in their title, abstract or keywords, which lie in the subject areas of engineering, computing, or psychology, and which are written in English. This search resulted in 3007 documents. We subsequently conducted a further search using similar metadata but limiting the search term only to ‘self-efficacy’. This resulted in 87 new documents. Our total data pool thus comprised 3814 papers.

3.3 Analysis Methods

Rapid screening of the Scopus search papers was carried out by two researchers, each of whom screened half of the papers by looking first at the title and journal to assess whether they fall into a relevant domain. For example, many papers were found to concern health care, and were readily excluded. Papers that were not excluded on this basis were further screened by reading the abstract, and finally 252 papers remained for detailed screening, in which the whole paper was searched for signs of new theoretical constructs. This phase was carried out by two researchers who both identified potential candidates for novel TCs. For each paper in which one researcher identified a potential TC, the other researcher read the same paper. If they agreed, the paper was included. If they disagreed or were unsure, a third researcher looked at the paper, which was then included or excluded according to the majority decision.

This process, along with the complete search of papers from TOCE, CSEd, ICER, and LAK, finally identified 50 papers as source papers that present the development of some form of TC. Each source paper was then further analyzed based on the following dimensions: 1) whether the TC was a novel instrument, such as a validated survey, or some other form of TC; 2) what aspects were concerned in the TC (belief, self-efficacy, affect/feeling, emotion and attitude); and 3) what methodological approach was used in developing the construct. Two researchers reviewed these aspects for all papers, and in case of disagreement negotiated for consensus.
3.4 Use of Theoretical Constructs

We were also interested to find out whether the theoretical constructs had been used to inform further research, how they had been used, and whether the constructs had been extended. We used Google Scholar to identify papers citing each source paper, hereafter called citation papers. For each source paper, we downloaded all of the citation papers that we could access, unless there were too many for our resources. For source papers with more than 40 citation papers, we downloaded the most recent citation papers, starting from the most recent year and stepping back one year at a time until we had approximately 30 papers. This practice was motivated by the assumption that any earlier developments, not presented in the most recent citations, would probably themselves be cited in the most recent papers, and would thus give us hints for further snowballing. Using this process, a total of 868 citation papers were downloaded for citation analysis.

Using inductive content analysis, we devised a classification scheme with four main categories of use, each with subcategories, as shown in Table 1. It should be noted that in our classification, categories D1 and D2 were frequently used in cases where it was impossible to determine the main reason for citing the source paper, or where the source paper was cited for some reason other than the TC introduced in that paper. While we expected to find examples of each category of use, ultimately we found none in category A4.

Table 1: Categories of use of TCs: D – description; A – application; C – construction; V – validation

<table>
<thead>
<tr>
<th>Code</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>D1</td>
<td>Cited in related work – brief mention, no explanation</td>
</tr>
<tr>
<td>D2</td>
<td>Cited in related work – one-statement explanation (roughly)</td>
</tr>
<tr>
<td>D3</td>
<td>Discussed in related work – relevance to the current work is explained</td>
</tr>
<tr>
<td>D4</td>
<td>Described and critiqued</td>
</tr>
<tr>
<td>A1</td>
<td>Used as a framework to scope a study</td>
</tr>
<tr>
<td>A2</td>
<td>Used to develop a data collection instrument</td>
</tr>
<tr>
<td>A3</td>
<td>Used as a framework for data analysis</td>
</tr>
<tr>
<td>A4</td>
<td>Used to predict results of a study</td>
</tr>
<tr>
<td>A5</td>
<td>Used to interpret/compare/explain results of a study</td>
</tr>
<tr>
<td>A6</td>
<td>Used to design a new pedagogical method</td>
</tr>
<tr>
<td>A7</td>
<td>Used as an instrument in a study</td>
</tr>
<tr>
<td>C1</td>
<td>Modified and/or extended existing construct for use in a new context</td>
</tr>
<tr>
<td>C2</td>
<td>Developed new construct from existing construct and empirical work</td>
</tr>
<tr>
<td>C3</td>
<td>Developed new construct from existing construct and argumentation</td>
</tr>
<tr>
<td>V1</td>
<td>Used in a test to improve or discount an existing/new construct</td>
</tr>
<tr>
<td>V2</td>
<td>Tested the construct in a new context</td>
</tr>
</tbody>
</table>

4 RESULTS

Here we present results to address our four research questions about TCs developed in CER.

4.1 What Theoretical Constructs Have Been Developed and Where Have They Been Published? (RQ1)

Our analysis of the literature found 50 papers reporting the development of TCs that address one or more aspects of emotion, affect, attitude, belief, or self-efficacy in teaching and learning programming. Table 2 shows the numbers of papers found each year from 2010 to 2019 from the manual search of CSEd, ICER, LAK, TOCE, and the keyword search using Scopus. The growing interest in the area is shown by the distribution of the publications over the ten-year period, with 38% of the papers published in the last two years of the search period. A complete list of the corresponding publications is in Table 5.

Table 2: Numbers of papers reporting the development of an emotion, affect, attitude, belief, or self-efficacy TC in teaching and learning programming, 2010–2019

<table>
<thead>
<tr>
<th>Year</th>
<th>Manual search of CSEd, ICER, LAK, TOCE</th>
<th>Keyword search of Scopus</th>
<th>Total papers</th>
</tr>
</thead>
<tbody>
<tr>
<td>2010</td>
<td>1</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>2011</td>
<td>2</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>2012</td>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>2013</td>
<td>1</td>
<td>4</td>
<td>5</td>
</tr>
<tr>
<td>2014</td>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>2015</td>
<td>2</td>
<td>3</td>
<td>5</td>
</tr>
<tr>
<td>2016</td>
<td>4</td>
<td>5</td>
<td>9</td>
</tr>
<tr>
<td>2017</td>
<td>2</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>2018</td>
<td>1</td>
<td>9</td>
<td>10</td>
</tr>
<tr>
<td>2019</td>
<td>2</td>
<td>7</td>
<td>9</td>
</tr>
<tr>
<td>Total</td>
<td>17</td>
<td>33</td>
<td>50</td>
</tr>
</tbody>
</table>

The 50 new TCs were reported in 30 different venues, indicating a broad interest in investigating emotions, affect, attitudes, beliefs, and self-efficacy in the context of teaching and learning programming. Eleven TCs that are instruments were found in eight different venues. We take a particular interest in instruments, such as validated surveys, because of their high potential for use by researchers other than those who developed them.

Table 3 shows the total number of papers in each venue. Although the TCs were spread over a large number of venues, 34% of them, including 36% of the instruments, were found in papers from the four venues where a manual search was conducted. This shows a concentration of work in the key computing education research venues.

4.2 How Were the Theoretical Constructs Developed? (RQ2)

We found many different approaches used to develop the TCs, and different methods, sometimes two or three in combination, within each approach. Table 4 shows the frequencies of methods used.

Most TCs were developed from literature or grounded studies. We found few examples of adaptations or extensions of other constructs. One example of adaptation is the Zones of Proximal Flow, a pedagogical framework developed by Basawapatna et al. [5] that...
integrates Vygotsky’s Zone of Proximal Development theory with Csikszentmihalyi’s ideas about Flow. An example of an extension to a TC is the case study reported by Nikula et al. [85], whose Three-Motivator Theory for course success extends the two-factor Herzberg’s Motivation-Hygiene Theory.

Most approaches (86%) involved some form of quantitative method. The most common qualitative approach was a form of regression including partial least squares analysis (30%). The next most common approach was a form of structural equation modelling including path analysis (26%). We found few cases (16%) where TCs had been developed through qualitative approaches. The most common qualitative method used was grounded theory.

The developments of instruments all involved various forms of factor analysis. The most common approach was a literature search or an exploratory factor analysis in combination with a confirmatory factor analysis. Three instruments were adapted from existing instruments [17, 24, 28].

### 4.3 What Types of Construct Have Been Developed? (RQ3)

As part of our analysis we classified the TCs according to the particular areas of emotion, affect, attitude, belief, or self-efficacy that they addressed. Table 5 lists the numbers of papers reporting on each area. More than half the papers (56%) addressed two or more areas. Common combinations were beliefs & attitudes, emotions & attitudes, self-efficacy & attitudes, and self-efficacy & emotions. Almost half of the instruments (45%) involved self-efficacy.

Space limitations prevent us from listing and describing all of the TCs that we identified. Instead, we have selected a number of examples to highlight some of our findings.

#### 4.3.1 Quantitative Models

Many researchers have investigated the role of self-efficacy in learning performance. Lishinski et al. [69] presented a path analysis model of the interaction of self-efficacy, intrinsic and extrinsic goal orientations, and metacognitive strategies, and demonstrated the impact on student performance in a CS1 course. A similar method was used by Cernusca and Price [13], whose path analysis model showed that self-efficacy, perceived engagement, and perceived difficulty are significant predictors of students’ final performance in CS1. Further evidence of the role of self-efficacy was provided by Kuo et al. [58], whose model indicated that goal-setting and self-efficacy in learning to program positively influence learning performance while self-satisfaction serves as a feedback for learners to evaluate their performance. Moreover, goal commitment and self-efficacy in learning to program lead to successful learning, generating a high level of satisfaction that further heightens students’ sense of commitment to learning.

Other aspects of the role of self-efficacy have been explored by Gurer et al. [42], who investigated pre-service computer science teachers’ Attitudes Towards Computer Programming (ATCP). The constructed regression model indicated that achievement in computer programming courses, computer programming self-efficacy, and perceived learning were significant predictors of ATCP.

Several researchers have investigated how to improve self-efficacy itself. Law et al. [61] showed that individual attitude and expectation, challenging goals, social pressure, and competition have a significant and positive relationship with efficacy in programming courses. The regression model of Nugent et al. [87] demonstrated that learning resources can support self-efficacy by showing that wearable e-textiles for upper elementary school students had a significant positive relationship with programming self-efficacy.

Research on emotions has mainly explored the modelling of various forms of scaffolding, as illustrated by a few examples.

Cabada et al. [12] analyzed the impact of the web-based environment Java Sensei for learning Java programming. The system provides students with adapted and individualized programming...
Table 5: Numbers and citations of papers reporting emotion, affect, attitude, belief, or self-efficacy TCs in teaching and learning programming: several papers address two or more areas

<table>
<thead>
<tr>
<th>Focus of TC</th>
<th>Total papers</th>
<th>Source papers</th>
</tr>
</thead>
<tbody>
<tr>
<td>attitudes</td>
<td>28</td>
<td>[1, 12, 14, 16, 18, 25, 28, 38, 42, 45, 46, 51, 52, 57, 59, 61, 62, 64, 65, 72, 80, 81, 85, 96, 99, 108, 110, 111]</td>
</tr>
<tr>
<td>emotions</td>
<td>21</td>
<td>[1, 9, 12, 17, 19, 38, 49, 49, 51, 58, 61, 64–66, 68, 80, 81, 97, 100, 101]</td>
</tr>
<tr>
<td>self-efficacy</td>
<td>21</td>
<td>[1, 13, 18, 24, 42, 48, 49, 51, 54, 58, 61, 69, 72, 87, 96, 99, 100, 105, 108, 110, 111]</td>
</tr>
<tr>
<td>beliefs</td>
<td>7</td>
<td>[13, 17, 25, 31, 52, 59, 99]</td>
</tr>
<tr>
<td>affect</td>
<td>6</td>
<td>[5, 72, 81, 85, 99, 111]</td>
</tr>
</tbody>
</table>

...trying the first hypothesis. On the other hand, conscientiousness had a positive association with the depth-first style.

4.3.2 Qualitative Constructs. Kinnunen and Simon [48] investigated the emotional experiences of students working on programming assignments during a CS1 course. They developed a partial theory identifying six stages whose dimensions capture the variation in emotional experiences, for instance when encountering and dealing with difficulties. They extended the analysis to provide a descriptive model of how computer science majors build self-efficacy perceptions, reported via four narratives that present either positive or negative development in students’ self-efficacy [49]. In an interesting quantitative continuation, Lishinski et al. [68] built a path model of how students’ emotional reactions correlate with their performance on programming projects, with the valence of the emotion dictating the direction of the correlation. Self-efficacy and three categories, happy/proud, frustrated/annoyed, inadequate/disappointed, were based on the work of Kinnunen and Simon. Path models indicated that with the exception of feelings of pride, students’ emotional reactions to programming projects had significant effects on the outcomes of future programming projects.

The previous works focus on students learning introductory programming. In contrast, Graziotin et al. [39] explored learning in advanced programming and software engineering contexts. Using the valence-arousal-dominance framework, they collected data with the Self-Assessment Manikin (SAM) instrument, which measures these aspects of the framework [11]. Valence (or pleasure) reflects the attractiveness/adverseness of an event, object, or situation; arousal represents the intensity of emotional activation [60]; and dominance (or control) represents the perception that one’s skills are higher than needed for the task [11]. The result was a linear model of how valence, arousal, and dominance affect self-assessed productivity. This work was augmented with a grounded explanatory theory of the impact of affects on software development performance, describing how different types of event trigger either positive or negative affects, some of which earn importance and priority to become attractors that, together with affect, influence the focus of work and performance. This is a complex theory which is based on substantial previous research [35–38].

Finally, we give an example of a pedagogical model. Lee et al. [62] combined Kolb’s experiential learning (ELT) [50] and a modified version of Self-Regulated Learning Theory (SRL) [89] to produce a model that they call Self-Directed Regulated Learning (SDRL). They explain that “to create a positive learner-directed learning experience and provide optimal levels of learner control ... ELT was used as a guideline for the domain-knowledge content with the four learning modes. SDRL was used as a guideline for the
meta-knowledge (i.e., study skills) content that was integrated and contextualized into the model. This model caters to learner control with the consideration of freedoms of pace, content, and media” [62, p222].

4.3.3 Instruments. We provide examples of three instruments that focus on attitudes. Dorn and Tew [28] developed the computing attitudes survey (CAS), an extension of the Colorado Learning Attitudes about Science Survey, to measure novices to expert attitude shifts in the nature of knowledge and problem solving in computer science. Studying pair programming, Chen and Rea [17] modified and extended the Attitudes Towards Mathematics Instruction instrument (ATMI) [104] for use in computing education. They identified four main factors related to pair programming: confidence – visceral reaction; confidence – perceived ability; value; and motivation. Moreover, they developed a hierarchical linear regression model which indicates that the key factors of performance in pair programming tasks include enhanced perceived expertise and enhanced sense of accomplishment. To measuring Turkish university STEM students’ attitudes towards computer programming, Cetin and Ozden [14] developed a scale that includes three dimensions: ‘affection’, cognition, and behavior.

Several researchers have built instruments for measuring self-efficacy. Tsai et al. [105] developed the Computer Programming Self-Efficacy Scale (CPSES), based on students studying natural science, social science, and engineering in Taiwan, and concluded that their scale works for all students above middle school levels. The scale covers five subscales: logical thinking, algorithm, debugging, control, and cooperation. The study also confirmed a positive correlation between computer programming experience and computer programming self-efficacy. Another scale covering self-efficacy in learning programming was developed by Kong et al. [51], who conceptualized a programming empowerment instrument for primary school students that comprises four components: meaningfulness, impact, creative self-efficacy, and programming self-efficacy. They also built a structural equation model, which indicated that students with greater interest in programming perceived it as more meaningful and allowing them to make more impact with it. Such students also had greater creative self-efficacy and programming self-efficacy.

Two other instruments in the same area are the Positive Youth Programming Development instrument (PYPD) [54], which measures students’ positive qualities while learning programming with App Inventor, with three components: programming confidence, programming connection, and programming contribution; and the scale developed by Scott and Ghinea [99], which measures students’ self-beliefs within the introductory programming context.

Narrower scales include a scale for measuring self-efficacy in an introductory algorithms course [24], a scale to measure students’ subjective perceptions of their difficulties in learning recursion [59], and a survey of factors motivating students to participate in activities with tangible programming technologies [31].

Finally, Kong et al. [52] developed an instrument measuring parents’ perceptions of programming education among P-12 schools.

4.4 How Have the Theoretical Constructs Been Used to Inform Further Research? (RQ4)

Our analysis of the 868 citation papers determined what type of use each citing paper made of the theoretical construct. We found that most citation papers (90%) made no use of the TC beyond a brief description or critique. Only 8% of the papers reported an application of the TC, and fewer reported construction (3%) or validation (2%). Overall, only 54% of the source papers had one or more citation papers where the use was application, construction, or validation. Table 6 shows the TCs that have been used in further work and the type of use reported. A code in the column showing the type of use indicates that at least one citation paper used the TC in the manner indicated. Note that we sometimes identified different uses of a TC in the same citation paper.

The table shows that we found examples of almost all types of use. The most common use was application, where a construct was used, for example, to scope a study, develop a data collection instrument, or interpret results. There were fewer examples where a TC had been modified or extended to develop a new construct, and very few examples of construct validation. Below, we present examples of ways that some of the TCs we identified have informed further research. We focus on a few cases where building on previous work has led to considerable progress. We have added information on which TC use cases they demonstrate, according to the categories in Table 1.

4.4.1 Examples of Instrument Use. Instruments were most often used for data collection (code A7). For example, Dawson et al. [26] compared student pass rates, satisfaction, and attitudes after they had developed and delivered a CS0.5 introductory programming course for non-CS majors. They used the CAS instrument [28] to measure students’ attitudes following the course, and found a good match with the attitudes of students taking the traditional CS1.

Often, parts of an instrument were used to build a new survey for data collection (code A2). For example, Bockmon et al. [7] used the Computing Attitudes Survey [28] as one starting point when building and validating their own instrument, which added questions on gender issues and computing utility to the original survey [6]. In other cases, researchers used only the questions from the original instrument that they deemed relevant for their current study [88].

In a few cases, the results of a new study were contrasted with those using a different instrument (code A5). For example, Duran et al. [30] compared their own findings on comprehending programming concepts with those of Danielsiek et al. [24], who explored students’ algorithm skills and pseudocode writing and tracing.

As mentioned in section 4.3.3, Kong et al. have developed instruments to measure programming self-efficacy, as well as parents’ perceptions on programming, in the context of K-12 programming education. For this research they used and further developed instruments to build a structural equation model on programming empowerment and students’ interest and attitude toward collaboration in programming [51, 52, 54]. They also developed a new instrument to measure digital empowerment of primary school students [56]. Their work, which was also based on interest-driven creativity theory [15], explored in detail how the interest loop (triggering interest, immersing interest, and extending interest) influences students’ robotic creations [53]. This work resulted in a structural equation
Table 6: Source papers of TCs concerning emotion, affect, attitude, belief, or self-efficacy that have been used in further work, their total citations (how many were analyzed, if not all), and the type of use reported (A: application, C: construction, V: validation); see Table 1 for definitions

<table>
<thead>
<tr>
<th>Year</th>
<th>Source paper</th>
<th>Citations (analyzed)</th>
<th>Types of use</th>
</tr>
</thead>
<tbody>
<tr>
<td>2010</td>
<td>[61]</td>
<td>297 (47) A2, A7</td>
<td></td>
</tr>
<tr>
<td>2010</td>
<td>[100]</td>
<td>71 (48) A5, C2</td>
<td></td>
</tr>
<tr>
<td>2010</td>
<td>[48]</td>
<td>59 (31) A2</td>
<td></td>
</tr>
<tr>
<td>2011</td>
<td>[85]</td>
<td>55 (28) A5</td>
<td></td>
</tr>
<tr>
<td>2012</td>
<td>[49]</td>
<td>54 (31) A1</td>
<td></td>
</tr>
<tr>
<td>2016</td>
<td>[69]</td>
<td>52 (32) A5</td>
<td></td>
</tr>
<tr>
<td>2015</td>
<td>[38]</td>
<td>49 A1, A3, C2, C3, V1, V2</td>
<td></td>
</tr>
<tr>
<td>2014</td>
<td>[98]</td>
<td>45 (34) A1, A2, A5, C1, C2</td>
<td></td>
</tr>
<tr>
<td>2015</td>
<td>[28]</td>
<td>32 A2, A7</td>
<td></td>
</tr>
<tr>
<td>2016</td>
<td>[97]</td>
<td>29 A5, A6, C1, C3, V1</td>
<td></td>
</tr>
<tr>
<td>2013</td>
<td>[98]</td>
<td>27 A2, A7</td>
<td></td>
</tr>
<tr>
<td>2016</td>
<td>[71]</td>
<td>23 A5, V2</td>
<td></td>
</tr>
<tr>
<td>2019</td>
<td>[105]</td>
<td>19 A2, A7</td>
<td></td>
</tr>
<tr>
<td>2018</td>
<td>[51]</td>
<td>19 C2</td>
<td></td>
</tr>
<tr>
<td>2013</td>
<td>[66]</td>
<td>17 C2</td>
<td></td>
</tr>
<tr>
<td>2017</td>
<td>[24]</td>
<td>8 A5, A7, V2</td>
<td></td>
</tr>
<tr>
<td>2019</td>
<td>[18]</td>
<td>8 C1</td>
<td></td>
</tr>
<tr>
<td>2018</td>
<td>[110]</td>
<td>7 C2</td>
<td></td>
</tr>
<tr>
<td>2018</td>
<td>[31]</td>
<td>6 C2</td>
<td></td>
</tr>
<tr>
<td>2018</td>
<td>[110]</td>
<td>2 A1, A5</td>
<td></td>
</tr>
<tr>
<td>2013</td>
<td>[9]</td>
<td>1 A7, C2</td>
<td></td>
</tr>
</tbody>
</table>

Another interesting example is the use of the computer programming attitude scale (CPAS) of Cetin and Ozden [14]. Gurer et al. [42] used CPAS in research that investigated the factors affecting pre-service computer science teachers’ Attitudes Towards Computer Programming (ATCP). Their main findings were that participants’ ATCP had significant correlations with their achievement in programming courses, programming self-efficacy, and perceived learning. They built a regression model which indicates that these three variables were significant predictors of teachers’ ATCP. Another study, by Mahatanankoon and Sikolia [73], investigated the factors behind student retention in an IT major, studying the effect of harmonious passion and obsessive passion [106] and grit [29] on computer programming attitude (i.e., coding affect, cognition, and behavior), which in turn can affect student retention. Using these scales and CPAS as data collection instruments, they built a path model which showed that harmonious passion leads to positive coding affect and cognition, while obsessive passion has a negative impact on coding affect but contributes significantly to coding behavior. The paper finds that “passion and grit provide sufficient predictability for computer programming attitude and retention.”

These examples demonstrate the power of using instruments in building new models to describe the complex relationships among various factors in learning to program (code C2).

4.4.2 Other Examples of Use of TCs. Basawapatna et al. [5] presented a novel pedagogical framework, entitled the zones of proximal flow (ZPF), which integrates Vygotsky’s zone of proximal development theory [109] with Csikszentmihalyi’s ideas about flow [22]. Essentially, they state that students should aim at flow that is “an ideal condition for learning” and pedagogy should guide them to work in their zone of proximal development, which lies between the extremes of boredom and anxiety. This concept has been extensively used and developed in further work. The authors developed this theory framework in the context of the scalable game design project [93], where children were encouraged to develop games using end-user programming tools. The ZPF framework has informed further pedagogical development in their work, including the construction of a tool for the teacher to monitor students’ progress and set them individual goals [4, 94] (code A6). While measuring flow is not straightforward, they did develop a ‘retention of flow’ method [92] to reflect participants’ activity during a computer science education week activity (codes A1, A3). Their further analysis of ZPF tutorial [3], in the context of analyzing data from two games developed at ‘hour of code’, confirmed that the ZPF-based tutorial (code C2) led to better student retention than a sophisticated previous tutorial (code V1).

ZPF has been further applied to learner modelling in a different context, primary school mathematics. Clement [20] designed an intelligent tutoring system which exploits machine learning and cognitive sciences to automatically personalize activities and keep students motivated by keeping them in flow or in their zone of proximal development (codes C1-C3), while still allowing them to make choices about contextual features or pedagogical content.

In the context of larger programming projects and software engineering, we have mentioned the TCs developed by Graziotin and several others [38, 39]. While their further work falls in the area of professional programming and programming communities, two papers are worth mentioning here. Graziotin et al. [34] apply the scale of positive and negative experience instrument (SPANE) [27, 63], developed in psychology to measure happiness, to analyze the feelings of more than 2000 participants whose contact information was available in GitHub Archive². The scale has been validated in many large-scale studies, but we are not aware of studies that have used the instrument in a programming education context. Another interesting paper is Graziotin et al. [40], in which the authors note that “SE lacks in theoretical background of affects and guidelines for using psychology”. They write a comprehensive literature review on affect theory and give guidelines for conducting psychoempirical research in software engineering, which are also relevant for studies in programming education.

Graziotin et al. [38] focused on individual software developers. Hedberg Griffith and Nguyen [43], building on the same work, focused on team projects. Using similar data collection and the

²https://githubarchive.org
same linear model, they confirmed the findings of Graziotin et al. [38] concerning the role of valence on performance (code V2).

5 DISCUSSION

A holistic understanding of learning programming is needed if we are to design and support the learning process in meaningful ways. As a means to contribute to this goal, we have focused on components of learning relating to students’ internal factors. Taking our prior work [75] as a starting point, we surveyed a wide pool of CER literature to identify papers that demonstrate development of new TCs related to these internal factors in programming education. This area has gained considerable interest, as evidenced by our finding that 74% of the 50 identified constructs were published during the past five years. Further, since our analysis in this paper concerns only publications that deal with these factors and present some novel theoretical construct, the total number of publications addressing these factors is much higher. It is significant that these TCs have been published in a wide variety of venues. Only 32% of them were published in TOCE, CSEd and ICER, which we initially expected to be the main venues for publishing this kind of research. The result encourages us to follow the literature more widely.

We found that it was not feasible to use Google Scholar’s full-text searches. Instead we needed database searches that allow the incorporation of appropriate metadata in the search query. It is also interesting that a large share of the publication venues are not visible in the ACM Digital library or IEEE Xplore, and thus the Scopus database proved to be a fruitful tool for our exploration of the literature.

We found that many different approaches have been used to develop these TCs. Very clearly the dominant approaches were quantitative, resulting in numerous statistical models. We found only a handful of qualitative approaches, mainly grounded theories. There is a striking difference between these findings and the findings in our prior work [75], which explored computing education literature published in TOCE, CSEd, and ICER in the years 2005–2015, and identified theoretical constructs using the same criteria that we used in the current work. For example, more than a third of the 65 TCs in the earlier results were based on phenomenographical research or grounded theories, while in the current data pool of 50 TCs we found only four papers using grounded theory and none using phenomenography. We do not consider it plausible that this difference can be explained by the difference in the analyzed publication years (2005–2015 vs 2010–2019). Neither do we expect that the result follows from narrowing the domain focus, from any TCs in computing education research to TCs in programming education that address emotions, affect, attitudes, beliefs, and self-efficacy (the earlier research having found only four TCs addressing these factors). There seems to be no obvious reason why these factors would be researched mainly using quantitative approaches. We speculate that different journals have different policies concerning the type of research that they publish. There might also be stronger emphasis on quantitative methods in research communities outside the ACM SIGCSE research community, which publishes heavily in TOCE, CSEd, and ICER.

We found a substantial number of instruments being developed in this area, and our findings clearly complement the recent survey of instruments by Margulieux et al. [78]. Naturally, the publications also reported using instruments developed mainly in psychology research. While we could not report in full the results of the citation paper analysis, we observed that many other instruments were developed in citation papers, either based on the TCs we found, or as independent tools. Most of them were published in conferences, which Scopus search does not reach, and therefore we cannot claim that our search was comprehensive. However, our set of TCs gives strong support for the recommendation that the CER community should use more existing instruments and invest in developing and validating new ones.

We did not identify many replications of previous research, either in the source papers or in the citation papers. The few cases that ensued from the citation paper analysis, coded with V1 or V2, include some work of this kind, but there were almost no cases where TC research was replicated. This is unfortunate, because replication would be a strong tool to help establish the external validity of TCs that have been developed.

The citation paper analysis revealed a few strong research groups that build heavily on previous work. Examples include the works of Kong, Graziotin, Repenning and Basawapatna, and their colleagues. Also it was clear that many citation papers built on the instruments that were in our source paper pool. Moreover, there was clear evidence that many such papers were published by researchers other than those who had developed the original instruments, which helps to affirm their significance for research. For other TCs, there were very few examples where someone other than the original authors had used or extended the TCs.

We finally note that the findings presented in the various quantitative models could benefit teachers when designing their courses. A better understanding of the relations, dependencies, and impacts among learners’ internal and non-cognitive factors provides us with stronger arguments when selecting the teaching methods, tools, learning resources, and tasks that best match our contexts. On the other hand, qualitative findings – while only a few were identified in this survey – can inform teachers about the richness of student experiences, as well as laying the groundwork for further quantitative analysis by identifying factors that can enrich statistical model building.

5.1 Limitations

The terminology of emotion, attitude, and belief in educational and psychological research differs according to the adopted theoretical frameworks and research traditions. Therefore, we acknowledge that our search terms ‘emotions’, ‘affect’, ‘attitude’, ‘belief’, and ‘self-efficacy’ do not cover all related concepts that are explored in educational and psychological research. However, the search terms that we used are those that seem to be commonly used among computing education researchers, and thus we are confident that we have identified many of the relevant papers. On the other hand, there is variation in researchers’ definitions of the terms, if any, and their interpretations, making it more difficult to conduct comparisons across the literature.

Another limitation is that our keyword search did not cover conference proceedings and thus we are sure to have missed some relevant papers. This was necessary to keep the amount of work within the scope of our resources. As we conducted the citation analysis we noticed that we had a handful of papers with high
numbers of citations. We did not have the resources to analyze all citations, and chose to check the most recent 30 or so citation papers to keep the amount of work reasonable. We acknowledge that we might have made some misinterpretations as we analyzed the approaches that the source papers had used. Finally, we did not measure inter-rater reliability for our classification, instead relying on the researchers discussing ambivalent cases until they reached consensus. However, all three researchers who conducted this part of the analysis are experienced researchers with a good knowledge of both qualitative and quantitative research approaches.

6 CONCLUSION

In this survey, we have identified substantial theoretical development addressing emotions, attitudes, and self-efficacy in programming education. We cannot claim that this survey has captured all such work in the field, due to the sheer number of potential publication venues, but we are confident that our work captures a substantial part of the relevant work and our summary and references provide valuable support for further research in this area.

Much of the identified work relates to the development of new validated surveys, the use of the instruments to build quantitative models of the relations and impact of the target factors on one another, along with their impact on learning performance and motivation. Our findings thus confirm the importance of instruments in computing education research. Instruments are needed for measuring factors such as emotions and attitudes, which are otherwise difficult to capture reliably; and they are also tools for other researchers, helping them to build more elaborate models of the complex experience of learning programming. When analyzing the citing papers, we found considerable evidence that instruments had indeed been used to inform further work by researchers other than the original developers. On the other hand, some theoretical constructs were rarely used by others, possibly reflecting their contextual dependency.

Our findings provide evidence that computing education research, as a field, is maturing because it develops its own theoretical constructs and models to build deeper understanding of the complex phenomena related to learning programming. There is methodological richness in quantitative research, which has the potential to produce results with stronger external validity.

In future work, we will compile a more comprehensive analysis of the identified models. They have been developed to address specific contexts and a variety of research questions. However, they already provide such a large body of findings that we expect to be able to identify some more general findings concerning the relations and impact of the factors we have been exploring. While we found little evidence of actual replication or validations of the generated theoretical models in new contexts, a summary of common features of the models could go some way to producing evidence like that produced by replication. This would be supported by a more comprehensive analysis of how the identified TCs have been used in the citation papers.

Another branch of future work would be to categorize the works according to the work of Gregor [41], i.e., what kind of purpose theories have, which ones merely analyze or explain phenomena, and which ones can be used for predicting results. This would help to better summarize where research in this area is proceeding and to identify gaps where new theoretical developments would be of value. Finally, comparing how theoretical models related to learning programming differ from learning models developed in other contexts [89] would provide an insight into what, if anything, makes learning programming different from learning other topics.
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